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1 Reason for Contribution

Document OMA-ARC-2005-0094-After_thoughts_on_ARC-0078 was discussed and noted at the March 22, 2005 ARCH conference call. It was recommended to produce a revision based on the comments received. A summary is captured in OMA-ARC-2005-0133-Minutes-2005-03-22-ConfCall. 
This new document contribution is provided to avoid agenda / numbering confusion with the amount of document that ARCH must currently dispose. A revision of document OMA-ARC-2005-0094-After_thoughts_on_ARC-0078 is separately provided to discuss another aspect of the contribution that was not discussed during the March 22, 2005 call.
2 Summary of Contribution

The present contribution discusses in deeper details and motivates the recommended changes initially proposed in OMA-ARC-2005-0094-After_thoughts_on_ARC-0078. 

To address concerns raised at the March 22, 2005 call, it also provides explicit text and figure changes. 
The recommendations and text changes are more detailed, following the conclusion of the contribution.

3 Detailed Proposal

3.1 Comments received on OMA-ARC-2005-0094-After_thoughts_on_ARC-0078
The comments were (see OMA-ARC-2005-0133-Minutes-2005-03-22-ConfCall):

· Need for explicit text change

· Request to track changes in figure

· ISSUE1: what do we represent with an arrow?

· ISSUE2: I0+P should not be grouped with the other two?

3.2 Motivation for grouping interfaces in PEEM

3.2.2 Original proposal

A critical aspect of contribution OMA-ARC-2005-0094-After_thoughts_on_ARC-0078 related to the request to group the three interfaces of PEEM (Proxy mode) (a), (b) and (c) into one single interface; where the interfaces are defined as:
a) Interface “Enablers’ I0+P PEEM Proxy intercept of requests to other enablers”

b) Interface “Enablers’ I0 PEEM delegation requests to other enablers”

c) Interface “Enablers’ I0 PEEM forward after processing”

3.2.3 Original motivation

OMA-ARC-2005-0094-After_thoughts_on_ARC-0078 motivated that proposal based on the observation that these interfaces are solely decided by the other end point and will change role depending on the policies and change depending on the use case: a clear sign that they form a single interface.

This observation was disputed or not understood by some.

3.2.4 Detailed analysis and motivation

According to the OMA Dictionary, interfaces are defined as:

Interface: The common boundary between two associated systems (source: GSM 01.04, ITU-T I.112).

An interface of a system does not contain a dependency on the other end point like reference point does.
Reference Point: A conceptual point at the conjunction of two non-overlapping functional groups (source: ITU-T I.112). It consists of none or any number of interfaces of any kind.
3.2.4.1  Interfaces b) and c) are the same
· If PEEM is used in proxy mode, based on the use case (i.e. the request from the requester) and the policies associated to it, PEEM will send request to an enabler implementation to perform a delegated function as prescribed by the policies or pass a request to that enabler implementation after successful enforcement of the policies. For example, a request to a charging enabler implementation may be first authenticated and authorized. A request for determining the location of the user may be first authenticated and authorized then charged before being passed to the location enabler implementation. There are no ways to distinguish the interface with charging between the two cases.
· If the PEEM is in callable mode and policies require delegation to an enabler implementation, this delegation cannot be distinguished from the delegation in proxy mode. 

· As an interface is not distinguished based on the end point, whenever the reasoning is repeated with another target or delegated interface the same interface is used. The interface is therefore common across all target or delegated enabler implementations.
· The interface sends messages to the enabler implementations and in both cases receives similar responses formatted according to the I0 interface of the enabler implementation that is involved.

This completes the explanation of why interfaces b) and c) are the same. 

We will denote that common interface BC) in the rest of the contribution.

3.2.4.2 Interfaces a) and BC) are the same

Observations: 

Interface a) is by definition only present in proxy mode. 

We will therefore limit the explanation to use cases where PEEM is used in proxy mode.
Step 1:

Consider as requester an application A1 that formulates a request to enabler implementation E1. By definition, A1 creates a message that conforms to the format imposed by I0(E1) + P (E1), with I0(E1) as the standard I0 interface associated to E1 and P (E1) as the additional set of parameters resulting from the application of policies (set up by the owner / manager / administrator of the access to the enabler implementation E1) to the I0(E1) interface. 
This message is “processed” by PEEM (in proxy mode). The message is received by interface a). This is to be true for any enabler implementation Ek and any set of policies associated to it by the owner / manager / administrator of the access to the enabler implementation Ek. So the interface a) must be able to process almost any type of message.
Actually, nothing forces the application A1 to follow any format I0(Ek) + P (Ek) for any k that correspond to an enabler implementation. It can send any message with any content and format to any address. In such case, PEEM must still processes the incoming message and it will have to apply policies for unauthorized / not understandable messages. 

But based on the above, it should be clear that the format and content of the input data is dictated by the requester that can send whatever it wishes. Of course acceptable messages are dictated by the targets and applied policies.

Note that OMA-ARC-2005-0119-OSE-fix further illustrates that the acceptable formats cannot be restricted to I0(Ek) + P (Ek) for any k that correspond to an enabler implementation as almost any C0 interface may be generated via composition and become “legit” for PEEM.

This shows that a) must support any incoming data format.
Step 2: 

By definition, PEEM enforces policies on incoming data format and as identified in the PEEM RD it is able to associate policy to the request (i.e. the data format). Clearly if the input data does not conform to any format I0(Ek) + P (Ek) for any k that correspond to an enabler implementation, then the default policy will be enforced if provided
. In all cases, the format and content of the input data determine the policy to enforce.
In all these cases, PEEM enforces policies associated to the input data received through interface a). To do so, PEEM may delegate functions by calling other enabler implementations and if the policies are successfully enforced it then passes a request to the target. This is passed through interface BC). The actual requests are dictated by the steps of the enforced policies that formulate the request to the delegated enabler implementation or target. In other words, the policies dictate the format and content of the output data sent to other enabler implementation. 

It can be any output data. However if when sending data to an enabler implementation Ek it does not format it as specified by I0(Ek), the request to the enabler implementation Ek will fail
.

It is also noted that PEEM must be able to protect any enabler or any resource
. Therefore, there are no specific restrictions imposed on the output data format sent through BC).

This explanation shows that BC) must support any output data format.

Step 3:
The reasoning of step 2 can be repeated on the response data from the delegated or target enabler implementation. 

Again C0 as proposed in OMA-ARC-2005-0119-OSE-fix further illustrates that the acceptable input formats can not be restricted to I0(Ek) for any k that correspond to an enabler implementation.

This explanation shows that BC) must support any input data format.

Step 4: 

As for step 2, the policies dictate the content and format of the data output through interface a). Any format is allowed (as any policy is possible and therefore any changes P to the exposed interface or as any composed interface C0 is possible as proposed in OMA-ARC-2005-0119-OSE-fix).

This explanation shows that a) can must support any output data format.

Step 5:

We have the following facts shown above:

· Requesters can be any application or enabler implementation. 
· Targets can be any requester or enabler implementation. 
· By definition, interfaces are independent of the end-point.

· Both a) and BC) interface can be at the input or output end point of data messages that may have any format and content. 
· Also in the OSE, PEEM can process message from outside as well as within a domain so that the side where the interface might be (e.g. requester or target) is not distinguishable.
Therefore, there are no ways to distinguish between interface a) and BC).

This completes the explanation of why interfaces a) and BC) are the same.

We will denote this interface ABC).
3.3 Implications

3.3.2 Interface grouping

The interfaces a), b) and c)
 must be grouped as the same interface in the architecture figures in the PEEM AD.

Text in the AD may explain the different reference points when using PEEM, however it should clearly state that there is only one interface ABC).

3.3.3 Interface characteristics

The explanation provided in section 3.2.3.2 also illustrated that interface ABC) is a “binary BLOB
” interface
: it accepts and can produce any input or output data format.
3.3.4 Revisiting the discussion

This was actually predictable without requiring the discussion above. Indeed: 

· Proxy mode must accept any formed input (i.e. BLOB)

· PEEM sends out “inputs” to delegated/targeted enablers without knowing their content.  

· So in both cases PEEM does not know inner format/syntax so both are binary BLOB interfaces
· Nothing else allows distinguishing the interfaces further, so they are one same interface.
3.3.5 Proposed changes to PEEM AD
5.2 Architectural Diagram

[… Figure 1]

Figure 1. PEEM enabler in OSE
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Figure 2. PEEM Enabler - interfaces
In Figure 2, the binary blob interface can be involved in three different categories of reference points:  
a) Interface “Enablers’ I0+P PEEM Proxy intercept of requests to other enablers”

b) Interface “Enablers’ I0 PEEM delegation requests to other enablers”

c) Interface “Enablers’ I0 PEEM forward after processing”

This interface can accept any data format and content as input and generates output, based on its policies. PEEM does not understand any particular data format and content.

Editor’s note: Description of the other interfaces is to be added.
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Figure 3. PEEM Enabler – interfaces and components
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5 Recommendation

We recommend that ARCH agrees that a), b) and c) are one and a same PEEM interface.

We recommend that ARCH agrees to the changes to the PEEM AD proposed in section 3.3.3.
































































� A priori, one would expect that this default policy will reject the request; possibly logging it (e.g. to avoid DOS attacks); but theoretically it could also be allowed to pass through or have other type of policies enforced… Even if this behaviour was to be left to the implementation or deployment of PEEM, the behaviour will either be a default policy (e.g. reject or pass through or an error).

� Ways to ensure that the policies do not generate illegal output data format and content could include: limiting the set of output data format and content to a fixed set of I0(Ek), providing policy validation tools that test that the appropriateness of policies in terms of output data format and content or enforcing additional policies at output that check appropriateness of the output data content and format before any output data leaves PEEM (this could be a default policy added to all policies).

� See indeed the use of “resource” in most PEEM RD as well as the definition of resources used in that RD.  In particular, see requirement #1 in section 6.2.

� The nomenclature actually used to designate these interfaces and references point a), b) and c) and ABC) is not important and left to the decision of the group / editor.

� BLOB: Binary Large Object.

� Note that this observation is consistent with the notion of proxy. Typically a proxy will accept any input or output message with the appropriate binding and process the message based on its internal logic. As PEEM proxy is at the logical level supporting any binding, any input or output data format can be exchanged
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PEEM - Evaluation and Execution

		Select policy rules (expressed in PEEM Policy Expression Language)

		Evaluate policies using I0+P and other context (use delegation where appropriate) 

		Execute policies (use delegation where appropriate)

		For proxy mode, forward to enabler destination if it passes policies

		For callable mode, return decision based on policy evaluation
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		Update
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